**Programming Project No. 4**

**Reinforcement Learning (Part 1)**
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Pacman seeks reward.   
Should he eat or should he run?  
When in doubt, Q-learn.

### Introduction

In this project, you will implement value iteration and Q-learning. You will test your agents first on Gridworld (from class), then apply them to Pacman. As in previous projects, this project includes an autograder for you to grade your solutions on your machine. This can be run on all questions with the command:

**python autograder.py**

It can be run for one particular question, such as q2, by:  
 **python autograder.py -q q2**

It can be run for one particular test by commands of the form:  
 **python autograder.py -t test\_cases/q2/1-bridge-grid**

See the autograder tutorial in Project 0 for more information about using the autograder. The code for this project contains the following files, which are available in a zip archive (**reinforcement.zip**) that you can download from the course page in Blackboard along with the assignment document under **Programming Project 4** assignment.

|  |  |
| --- | --- |
| Filename | Functionality |
| Files you will edit: | **valueIterationAgents.py** | A value iteration agent for solving known MDPs. |
| **qlearningAgents.py** | Q-learning agents for Gridworld, Crawler and Pacman. |
| **analysis.py** | A file to put your answers to questions given in the project. |
| Files you should read but NOT edit: | **mdp.py** | Defines methods on general MDPs. |
| **learningAgents.py** | Defines the base classes **ValueEstimationAgent** and **QLearningAgent**, which your agents will extend. |
| **util.py** | Utilities, including **util.Counter**, which is particularly useful for Q-learners. |
| **gridworld.py** | The Gridworld implementation. |
| **featureExtractors.py** | Classes for extracting features on (state,action) pairs. Used for the approximate Q-learning agent (in **qlearningAgents.py**). |
| Supporting files you can ignore: | **graphicsGridworldDisplay.py** | Gridworld graphical display. |
| **environment.py** | Abstract class for general reinforcement learning environments. Used by **gridworld.py**. |
| **graphicsUtils.py** | Graphics utilities. |
| **textGridworldDisplay.py** | Plug-in for the Gridworld text interface. |
| **crawler.py** | The crawler code and test harness. You will run this but not edit it. |
| **graphicsCrawlerDisplay.py** | GUI for the crawler robot. |
| **autograder.py** | Project autograder |
| **testParser.py** | Parses autograder test and solution files |
| **testClasses.py** | General autograding test classes |
| **test\_cases/** | Directory containing the test cases for each question |
| **reinforcementTestClasses.py** | Project 4 specific autograding test classes |

**Files to Edit and Submit:** You will fill in portions of **valueIterationAgents.py**, **qlearningAgents.py**, and **analysis.py** during the assignment. You should submit this file with your code and comments. Please do not change the other files in this distribution or submit any of our original files other than this file.

**Evaluation:** Your code will be autograded for technical correctness. Please do not change the names of any provided functions or classes within the code, or you will wreak havoc on the autograder. However, the correctness of your implementation -- not the autograder's judgements -- will be the final judge of your score. If necessary, we will review and grade assignments individually to ensure that you receive due credit for your work.

**Academic Dishonesty:** We will be checking your code against other submissions in the class for logical redundancy. If you copy someone else's code and submit it with minor changes, we will know. These cheat detectors are quite hard to fool, so please do not try. We trust you all to submit your own work only; please do not let us down. If you do, we will pursue the strongest consequences available to us.

**Getting Help:** You are not alone! If you find yourself stuck on something, contact the course instructor and the teaching assistants (Mr. Anas Al Baghajati and Mr. Armin Kobilica) for help. Thursday sessions from 11:00 AM to 12:15 PM are scheduled to provide you help and support. Make sure to attend and get the out most benefit from these sessions. We want these projects to be rewarding and instructional, not frustrating and demoralizing. But, we do not know when or how to help unless you ask.

**Discussion:** Use Blackboard discussion where a discussion thread is dedicated to each programming assignment.

### Markov Decision Processes (MDPs)

To get started, run **Gridworld** in manual control mode, which uses the arrow keys:

**python gridworld.py -m**

You will see the two-exit layout from class. The blue dot is the agent. Note that when you press up, the agent only actually moves north 80% of the time. Such is the life of a Gridworld agent! You can control many aspects of the simulation. A full list of options is available by running:

**python gridworld.py -h**

The default agent moves randomly

**python gridworld.py -g MazeGrid**

You should see the random agent bounce around the grid until it happens upon an exit. Not the finest hour for an AI agent.

**Note:** The Gridworld MDP is such that you first must enter a pre-terminal state (the double boxes shown in the GUI) and then take the special 'exit' action before the episode actually ends (in the true terminal state called **TERMINAL\_STATE**, which is not shown in the GUI). If you run an episode manually, your total return may be less than you expected, due to the discount rate (-d to change; 0.9 by default). Look at the console output that accompanies the graphical output (or use -t for all text). You will be told about each transition the agent experiences (to turn this off, use -q). As in Pacman, positions are represented by (x, y) Cartesian coordinates and any arrays are indexed by [x][y], with 'north' being the direction of increasing y, etc. By default, most transitions will receive a reward of zero, though you can change this with the living reward option (-r).

### Question 1: Value Iteration

Write a value iteration agent in **ValueIterationAgent**, which has been partially specified for you in valueIterationAgents.py. Your value iteration agent is an offline planner, not a reinforcement learning agent, and so the relevant training option is the number of iterations of value iteration it should run (option -i) in its initial planning phase. **ValueIterationAgent** takes an MDP on construction and runs value iteration for the specified number of iterations before the constructor returns.

Value iteration computes k-step estimates of the optimal values, Vk. In addition to running value iteration, implement the following methods for **ValueIterationAgent** using Vk.

* **computeActionFromValues(state)** computes the best action according to the value function given **byself.values**.
* **computeQValueFromValues(state, action)** returns the Q-value of the (state, action) pair given by the value function given by **self.values**.

These quantities are all displayed in the GUI: values are numbers in squares, Q-values are numbers in square quarters, and policies are arrows out from each square.

**Important Note:** Use the "batch" version of value iteration where each vector Vk is computed from a fixed vector Vk-1 (like in lecture), not the "online" version where one single weight vector is updated in place. The difference is discussed in Sutton & Barto in the 6th paragraph of chapter 4.1 (The online version is available at: <https://webdocs.cs.ualberta.ca/~sutton/book/the-book.html>).

**Note:** A policy synthesized from values of depth k (which reflect the next k rewards) will actually reflect the next k+1 rewards (i.e. you return πk+1). Similarly, the Q-values will also reflect one more reward than the values (i.e. you return Qk+1).

You should return the synthesized policy πk+1.

**Hint:** Use the **util.Counter** class in **util.py**, which is a dictionary with a default value of zero. Methods such as **totalCount** should simplify your code. However, be careful with **argMax**: the actual argmax you want may be a key not in the counter! you will get if you store optimal actions from the most recent round of value iteration updates.

**Note:** Make sure to handle the case when a state has no available actions in an MDP (think about what this means for future rewards).

To test your implementation, run the autograder:

**python autograder.py -q q1**

The following command loads your **ValueIterationAgent**, which will compute a policy and execute it 10 times. Press a key to cycle through values, Q-values, and the simulation. You should find that the value of the start state (V(start), which you can read off of the GUI) and the empirical resulting average reward (printed after the 10 rounds of execution finish) are quite close.

**python gridworld.py -a value -i 100 -k 10**

**Hint:** On the default **BookGrid**, running value iteration for 5 iterations should give you this output:

**python gridworld.py -a value -i 5**

**![Z:\Term_151\ICS381\HWs\Programming_Assignments\Prog_Assgt_4\reinforcement\reinforcement\value.png](data:image/png;base64,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)**

**Grading:** Your value iteration agent will be graded on a new grid. We will check your values, Q-values, and policies after fixed numbers of iterations and at convergence (e.g. after 100 iterations).

### Question 2: Bridge Crossing Analysis

**BridgeGrid** is a grid world map with the a low-reward terminal state and a high-reward terminal state separated by a narrow "bridge", on either side of which is a chasm of high negative reward. The agent starts near the low-reward state. With the default discount of 0.9 and the default noise of 0.2, the optimal policy does not cross the bridge. Change only ONE of the discount and noise parameters so that the optimal policy causes the agent to attempt to cross the bridge. Put your answer in **question2()** of **analysis.py**. (Noise refers to how often an agent ends up in an unintended successor state when they perform an action.) The default corresponds to:

**python gridworld.py -a value -i 100 -g BridgeGrid --discount 0.9 --noise 0.2**

**Grading:** We will check that you only changed one of the given parameters, and that with this change, a correct value iteration agent should cross the bridge. To check your answer, run the autograder:

**python autograder.py -q q2**

### Question 3: MDP Policies

Consider the **DiscountGrid** layout, shown below. This grid has two terminal states with positive payoff (in the middle row), a close exit with payoff +1 and a distant exit with payoff +10. The bottom row of the grid consists of terminal states with negative payoff (shown in red); each state in this "cliff" region has payoff -10. The starting state is the yellow square. We distinguish between two types of paths: (1) paths that "risk the cliff" and travel near the bottom row of the grid; these paths are shorter but risk earning a large negative payoff, and are represented by the red arrow in the figure below. (2) paths that "avoid the cliff" and travel along the top edge of the grid. These paths are longer but are less likely to incur huge negative payoffs. These paths are represented by the green arrow in the figure below.
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In this question, you will choose settings of the discount, noise, and living reward parameters for this MDP to produce optimal policies of several different types. Your setting of the parameter values for each part should have the property that, if your agent followed its optimal policy without being subject to any noise, it would exhibit the given behavior. If a particular behavior is not achieved for any setting of the parameters, assert that the policy is impossible by returning the string **'NOT POSSIBLE**'.

Here are the optimal policy types you should attempt to produce:

* Prefer the close exit (+1), risking the cliff (-10)
* Prefer the close exit (+1), but avoiding the cliff (-10)
* Prefer the distant exit (+10), risking the cliff (-10)
* Prefer the distant exit (+10), avoiding the cliff (-10)
* Avoid both exits and the cliff (so an episode should never terminate)

To check your answers, run the autograder:

**python autograder.py -q q3**

**question3a()** through **question3e()** should each return a 3-item tuple of (discount, noise, living reward) in **analysis.py**.

**Note:** You can check your policies in the GUI. For example, using a correct answer to 3(a), the arrow in (0, 1) should point east, the arrow in (1, 1) should also point east, and the arrow in (2,1) should point north.

**Note:** On some machines you may not see an arrow. In this case, press a button on the keyboard to switch to **qValue** display, and mentally calculate the policy by taking the arg max of the available qValues for each state.

**Grading:** We will check that the desired policy is returned in each case.

### Question 4: Q-Learning

Note that your value iteration agent does not actually learn from experience. Rather, it ponders its MDP model to arrive at a complete policy before ever interacting with a real environment. When it does interact with the environment, it simply follows the precomputed policy (e.g. it becomes a reflex agent). This distinction may be subtle in a simulated environment like a **Gridword**, but it's very important in the real world, where the real MDP is not available.

You will now write a Q-learning agent, which does very little on construction, but instead learns by trial and error from interactions with the environment through its **update(state, action, nextState, reward)** method. A stub of a Q-learner is specified in **QLearningAgent** in **qlearningAgents.py**, and you can select it with the option '**-a q'**. For this question, you must implement the update, **computeValueFromQValues**, **getQValue**, and **computeActionFromQValues methods.**

**Note:** For **computeActionFromQValues**, you should break ties randomly for better behavior. The **random.choice()** function will help. In a particular state, actions that your agent hasn't seen before still have a Q-value, specifically a Q-value of zero, and if all of the actions that your agent has seen before have a negative Q-value, an unseen action may be optimal.

**Important:** Make sure that in your **computeValueFromQValues** and **computeActionFromQValues** functions, you only access Q values by calling **getQValue** . This abstraction will be useful for question 8 when you override **getQValue** to use features of state-action pairs rather than state-action pairs directly.

With the Q-learning update in place, you can watch your Q-learner learn under manual control, using the keyboard:

**python gridworld.py -a q -k 5 -m**

Recall that -k will control the number of episodes your agent gets to learn. Watch how the agent learns about the state it was just in, not the one it moves to, and "leaves learning in its wake." Hint: to help with debugging, you can turn off noise by using the --noise 0.0 parameter (though this obviously makes Q-learning less interesting). If you manually steer Pacman north and then east along the optimal path for four episodes, you should see the following Q-values:

**Grading:** We will run your Q-learning agent and check that it learns the same Q-values and policy as our reference implementation when each is presented with the same set of examples. To grade your implementation, run the autograder:

**python autograder.py -q q4**

### Question 5: Q-Learning and Pacman

Time to play some Pacman! Pacman will play games in two phases. In the first phase, training, Pacman will begin to learn about the values of positions and actions. Because it takes a very long time to learn accurate **Q-values** even for tiny grids, Pacman's training games run in quiet mode by default, with no GUI (or console) display. Once Pacman's training is complete, he will enter testing mode. When testing, Pacman's **self.epsilon** and **self.alpha** will be set to 0.0, effectively stopping Q-learning and disabling exploration, in order to allow Pacman to exploit his learned policy. Test games are shown in the GUI by default. Without any code changes you should be able to run Q-learning Pacman for very tiny grids as follows:

**python pacman.py -p PacmanQAgent -x 2000 -n 2010 -l smallGrid**

Note that **PacmanQAgent** is already defined for you in terms of the **QLearningAgent** you have already **written.PacmanQAgent** is only different in that it has default learning parameters that are more effective for the Pacman problem (**epsilon=0.05**, **alpha=0.2**, **gamma=0.8**). You will receive full credit for this question if the command above works without exceptions and your agent wins at least 80% of the time. The autograder will run 100 test games after the 2000 training games.

**Hint:** If your **QLearningAgent** works for **gridworld.py** but does not seem to be learning a good policy for Pacman on **smallGrid**, it may be because your **getAction** and/or **computeActionFromQValues** methods do not in some cases properly consider unseen actions. In particular, because unseen actions have by definition a Q-value of zero, if all of the actions that have been seen have negative Q-values, an unseen action may be optimal. Beware of the argmax function from **util.Counter**!

**Note:** To grade your answer, run:

**python autograder.py -q q5**

**Note:** If you want to experiment with learning parameters, you can use the option **-a**, for example **-a epsilon=0.1, alpha=0.3,gamma=0.7**. These values will then be accessible as **self.epsilon**, **self.gamma** and **self.alpha** inside the agent.

**Note:** While a total of 2010 games will be played, the first 2000 games will not be displayed because of the option -x 2000, which designates the first 2000 games for training (no output). Thus, you will only see Pacman play the last 10 of these games. The number of training games is also passed to your agent as the option **numTraining**.

**Note:** If you want to watch 10 training games to see what's going on, use the command:

**python pacman.py -p PacmanQAgent -n 10 -l smallGrid -a numTraining=10**

During training, you will see output every 100 games with statistics about how Pacman is faring. Epsilon is positive during training, so Pacman will play poorly even after having learned a good policy: this is because he occasionally makes a random exploratory move into a ghost. As a benchmark, it should take between 1,000 and 1400 games before Pacman's rewards for a 100 episode segment becomes positive, reflecting that he's started winning more than losing. By the end of training, it should remain positive and be fairly high (between 100 and 350).

Make sure you understand what is happening here: the MDP state is the exact board configuration facing Pacman, with the now complex transitions describing an entire ply of change to that state. The intermediate game configurations in which Pacman has moved but the ghosts have not replied are not MDP states, but are bundled in to the transitions.

Once Pacman is done training, he should win very reliably in test games (at least 90% of the time), since now he is exploiting his learned policy.

However, you will find that training the same agent on the seemingly simple **mediumGrid** does not work well. In our implementation, Pacman's average training rewards remain negative throughout training. At test time, he plays badly, probably losing all of his test games. Training will also take a long time, despite its ineffectiveness.

Pacman fails to win on larger layouts because each board configuration is a separate state with separate Q-values. He has no way to generalize that running into a ghost is bad for all positions. Obviously, this approach will not scale.

### Testing

Complete Questions 1 through 5 as specified in the project instructions. Then upload your submission as indicated in Blackboard page.

Prior to submitting, be sure you run the autograder on your own machine. Running the autograder locally will help you to debug and expedite your development process. The autograder can be invoked on your own machine using the command:

**python autograder.py**

To run the autograder on a single question, such as question 3, invoke it by

**python autograder.py -q q3**

### Submission

* You are not done yet! Follow the submission guidelines in Blackboard to receive credit on your project!
* Remember you can also seek help from the teaching assistant (Mr. Anas Baghajati)!